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**On-Line Lab #3  Summary**

**UNX122 On-Line Lab #3              Main Menu**  
--------------------------------------------------------------------------------  
**Available selections:**  
  
**1 Unix Filesystem Hierarchy**  
  
**2 Pathnames  
        - Absolute  
        - Relative  
        - Relative-to-Home  
  
3 Ambiguous Pathnames & Globbing  
  
4 Directory Management Commands  
  
5 Unix Command Review Exercise**  
Note that the Review Exercise is the part that is submitted for marks, as well as an indication that parts 1 through 4 were completed in this or a previous session..  
  
**1 Unix Filesystem Hierarchy**  
  
The Linux OS has a 'hierarchical' file system which means that directories can contain other directories or files.  
  
The resulting structure may be drawn as a 'tree diagram', which is usually flipped so that the root directory is at the top:  
  
                / (root)  
                |  
        --------------------------------  
        |          |         |         |  
       bin        dev       usr       etc  
                                       |  
                                ---------------  
                                |      |      |  
                                A      B      C  
  
In the Linux and Unix OS, the storage device such as the hard disk contains directories. Directories are actually files that are used to store other files. This allows the storage device to be organized and prevent confusion.  
  
The root directory (denoted by a slash '/') is the beginning (or master) directory.  
  
All other directories are related to the root directory -- they are contained, directly or indirectly, within the root directory.  
  
**Directory Terminology:**

* Directory             - A 'directory file' used to store other files
* Sub-directory      - A directory file DIRECTLY dependent on previous or 'parent' directory. Also called a 'child directory'.
* Parent Directory  - A directory file that contains a sub-directory.

Normally a subdirectory is referenced relative to its parent directory.  For example, in the previous tree diagram, 'A' is a subdirectory of 'etc'.  
  
Important things to note about Unix file hierarchies:

* There are no drive letters. All of the disk drives are 'mounted' into  single hierarchy.
* In Unix, file names are used for many types of resources that you would not usually think of as files, such as directories, devices, communication between programs, status information, and network connections (remember that 'everything is a file').

**Naming Files (and Directories)**  
  
The maximum length of a file name, whether ordinary files or directories, varies from system to system. The sizes can range from 14 to 255 characters.  Most characters can be used in filenames, but for simplicity, you should stick to:

* Uppercase or lowercase letters
* Numbers
* Underscore '\_'
* Period '.'
* Comma ','

**Note:  A period BEFORE a filename 'hides' the file.   All file names are case sensitive.**  
  
**2 Pathnames**      
  
A pathname is used to specify the location of a file or directory.  Pathnames are used when issuing Linux commands when working with directories and files.  There are **three categories** of pathnames:

* Absolute Pathname - location reference starting from root '/
* Relative Pathname - location reference starting from the 'current directory'
* Relative-to-Home Pathname - location reference starting from your 'home directory'

**Absolute Pathnames**  
  
An absolute pathname specifies how to **find a file**, **starting at the root directory** and working your way down to a specific file. Absolute pathnames **always start with a slash '/'** character.   
  
An absolute pathname consists of a list of directories separated by slashes '/' and ending with the particular file or directory to which you are referring.  
  
For example, the absolute pathname:  
  
        **/etc/system/config/ejb.conf**  
  
Specifies the file 'ejb.conf' stored withing the 'config' directory which is within the 'system' directory within the 'etc' directory, which is in the root directory.  
  
**Relative Pathnames**  
  
Unix systems employ the concept of a current directory, which you can set to any directory in the hierarchy.  
  
A relative pathname does not start with a slash '/' or a tilde '~' and specifies how to find a particular file or directory starting from the current directory.  
  
If the current directory is set to '/etc/system', then these pathnames are equivalent:  
  
Relative Pathname     Absolute Pathname  
  
    foo.txt                   /etc/system/foo.txt  
    conf/current           /etc/system/conf/current  
    old/red/blue           /etc/system/old/red/blue  
  
When using **relative pathnames**, these symbols are available:  
  
**.**   This (current) directory  
**..**    Parent directory  
  
If the current directory is set to '/etc/system', then these pathnames are equivalent:  
  
Relative Pathname                        
  
  **.**                             /etc/system  
  foo**.**txt                      /etc/system/foo.txt  
  **.**/foo**.**txt                    /etc/system/foo.txt  
  **..**/foo**.**txt                   /etc/foo.txt  
  **..**/**..**/home/joe/text     /home/joe/text  
  
**Relative-to-Home Pathnames**  
Each user of a Unix system is assigned a home directory by the system administrator. On many Unix systems, this is /home/userid (where 'userid' is the user's account ID), but home directories may be located anywhere in the hierarchy.  
  
The home directory is provided for you to store your personal files and directories. On this computer, you have been assigned the home directory       
'/home/david.ward'  
  
Important:

1. Note that /home is NOT the home directory!
2. Note that your home directory is NOT necessarily the same as your current directory. Your current directory changes as you move around the file hierarchy, but your home directory stays the same.

Relative-to-Home Pathnames  
  
Each user of a Unix system is assigned a home directory by the system administrator. On many Unix systems, this is /home/userid (where 'userid' is the user's account ID), but home directories may be located anywhere in the hierarchy.  
  
The home directory is provided for you to store your personal files and directories. On this computer, you have been assigned the home directory '/home/david.ward'  
  
**Important**:

* **/home** is NOT the home directory!
* your **home directory** is **NOT** necessarily the same as your **current directory**. Your current directory changes as you move around the file hierarchy, but your home directory stays the same.

**Relative-to-Home pathnames start with a tilde '~'.**  
  
If you specify a tilde followed by a slash, the pathname is relative to your home directory.  
  
You can also specify a pathname relative to another user's home directory by starting your pathname with '**~userid/**'.  
  
Your home directory is /home/david.ward, so these pathnames are equivalent:  
  
Relative-to-Home        Absolute Pathname  
  ~/lastyear.txt          /home/david.ward/lastyear.txt  
  ~/unx122/notes      /home/david.ward/unx122/notes  
  
If your friend's home directory was '**/usr/friend**' and their user ID was '**frnd**', these pathnames would be equivalent:  
  
Relative-to-Home        Absolute Pathname  
  ~frnd/test                      /usr/friend/test  
  ~frnd/2002/diagram      /usr/friend/2002/diagram  
  
  
**3 Ambiguous Pathnames & Globbing**   
  
Unix provides the 'ambiguous pathnames' feature to permit you to specify a number of files at once.  There are three 'wildcard' symbols used in ambiguous pathnames:  
  
**\***           matches zero or more of any character  
**?**           matches exactly one of any character  
**[class]**  matches exactly one character from the class  
           
**The Astrisk**  
The astrisk matches zero or more characters, like this:  
  
Pattern           Matches         Doesn't Match  
  
**\***            (anything!)  
  
**a\*b**              ab               A12  
                   a2314234b        able  
                   all\_the\_tab      resub  
  
**\*txt**            file.txt         txtfile  
                   file\_txt         bastxtyot  
                   texttxt  
  
**The Question-Mark**  
The question-mark matches exactly one of any character, like this:  
  
Pattern           Matches         Doesn't Match  
  
 ?                 a                aa  
                   b  
  
 a?b               a2b              ab  
                   axb              acesdb  
                   a\_b  
  
 ?txt              atxt             notes.txt  
                   3txt             txt  
                   qtxt   
  
  
**The Character-Class**A character-class is enclosed in square brackets [ ] and may include a list of characters or a range of characters separated by a dash. The character class matches any one character in the list or ranges.  
  
Ambiguous Pathname       Matches        Does not match  
  
 [abc]                    a                A  
                          b                aligator  
                          c                aaaaa  
  
 test[12]                 test1            test  
                          test2            test3  
  
 notes[127-9]             notes1           notes3  
                          notes2           notes  
                          notes7           notes.txt  
                          notes8           notes127  
  
You can invert the meaning of a character class by placing the symbol **'!' on  Phobos** or **'^' Matrix** at the start of the character-class.  That will make it match any of the characters which are not in the character-class.  
  
  
Ambiguous Pathname       Matches        Does not match  
  
 [!a-c]\*                  drift           aligator  
                          4234run         bowl  
                                          cat  
  
 a[!b]c                   a2c             abc  
                          alc             allc  
          
**Globbing**  
  
The process of converting an amiguous filename into a list of matching file names is called 'globbing' and is performed by the shell. On other operating systems, the equivalent operation is performed by the command and not by the shell.  
  
Be aware that because globbing is performed by the shell, globbing is applied to all arguments, whether they are supposed to represent files or some other information.  
  
For example, the 'echo' command displays information on the screen.  If you type 'echo \*', the astrisk will be replaced by a list of all of the files in the current directory. To avoid this, use double-quotes around the argument.  
  
In order to demonstrate the use of 'wildcard' characters, issue a command to create the following empty files in your current directory:  
  
    a1  a11  a123  a1234  a23  a22  a3 1  11  123  
  
Hint:  
Try 'touch a1 a11 a123 a1234 a23 a22 a3 1 11 123'  
  
Now issue a command to provide a compact listing of all files that begin with the letter 'a'.   
  
$**ls a\***  
a1  a11  a123  a1234  a22  a23  a3  
  
Now, issue a command to provide a compact listing of files in your current directory that begin with 'a' and end with '3'  
  
$  ls a\*3  
a123  a23  a3  
  
To demonstrate, the difference between \* and ? used as wildcards, issue the command 'ls a?3'  
  
$  ls a?3  
a23   
  
Notice that using the '\*' symbol matches zero or more characters, as opposed to matching exactly one character with the '?' symbol. You can also use multiple '?' symbols to match a certain number of characters.  
  
$  ls a??3  
a123  
  
**Character classes** behave likethe '?' wildcard, except you can specify what characters '?' can or cannot represent.  
  
First, let's provide a compact listing for files that begin with either the lowercase letter 'a' (case matters) or begins with the number '1'.  
  
 **ls [a1]\***  
1  11  123  a1  a11  a123  a1234  a22  a23  a3  
  
Now let's provide a compact listing for files that end with the number '1'  
or '2' or '3', using the range '[1-3]'  
   
You can also combine ranges and/or lists.  For example, to list all files that begin with a letter (whether upper or lowercase), use the ambiguous filename '[a-zA-Z]\*'  
  
Now let's invert a character class using '!'.  Let's display a compact listing of all files that do not start with 'a'.  
ls [!a]\*  
  
  
**4 Directory Management Commands**  
  
Let's work with pathnames and directories.   You create a directories by issuing the linux command:  
  
        **mkdir directory-name**  
  
The command above is using a relative pathname; therefore, the directory will be created as a child directory. Below is an example of using an absolute pathname to create a directory:  
  
        **mkdir /students/username/directory-name**           
  
To save time, you can create more than one child directory under the current directory by placing multiple directory names within same Linux command:  
  
        mkdir d1 d2 d3  
  
Let's verify the file by entering  
  
        ls d\*  
  
You can also issue a Linux command to create directories even if their 'parent' directories do NOT exist. To do this, add the '-p' (parent) argument to the mkdir command.  
  
Let's create a child directory with its parents.  
  
        mkdir -p  testing/1/2/3  
  
Now we will issue a command to verify that the directories have been made, using a relative pathname.  
  
        ls -l -d  testing /1/2/3  
  
drwx------    2 david.wa users        4096 Jan 29 10:12 testing/1/2/3  
  
Now issue the same command with an absolute pathname.  (Note that your current directory is your home directory:  
/home/david.ward ).  
  
        ls  -l -d  /home/david.ward/testing/1/2/3      
  
drwx------    2 david.wa users        4096 Jan 29 10:12 testing/1/2/3  
  
You can change your current directory using the 'cd' command.  Change to the '/tmp' directory.  
  
        cd /tmp  
  
We can check our current directory with the 'pwd' command (print working directory).  
  
        $   pwd  
         /tmp  
  
Now use a relative-to-home pathname to list the contents of the directories that you created in your home directory a few minutes ago.  
  
        ls -l -d ~/testing/1/2/3                                    
  
drwx------    2 david.wa users        4096 Jan 29 10:12 /home/david.ward/testing /1/2/3  
  
If you do not specify any arguments for the 'cd' command, you will set your current directory back to your home directory.  
  
        pwd  
  
Create the empty file called 'file1' in the directory labelled '3' that you just created. You may use any of the types of pathnames.  
  
$  touch /home/david.ward/testing/1/2/3/file1  
  
Now issue a command to verify that you created the file.

**5  Review Section**  
  
The purpose of this section is to reinforce your skills with issuing UNIX commands covered in the previous section.  
  
The answers you complete in this section will be e-mailed to you and your professor (and also saved in case of problems with the e-mail service).  You will be asked for confirmation before the results are sent. No mail will be sent if you exit from this section before reaching the end.  
  
You will be asked to enter a single UNIX command for the following situations. If you are unable to successfully issue the UNIX command after everal attempts, a hint will be provided.  
  
**Question 1**  
Enter the Linux command to create both a parent directory called 'unx122\_lab3' and it's child directory called 'work' at the same time. Assume that directory 'unx122\_lab3' will branch-off your home directory and that you are in your home directory to start. Use a relative pathname.  
  
**Question  2**  
Enter a Linux command to create the empty file called 'labtest1' in the directory 'unx122\_lab3' (you are still in your home directory).  
  
**Question 3**  
Assume that your current directory contains the files 'labtest', 'labtest1', 'labtest2', 'labtest2a', 'labtest3', and 'labtest4'.  
Issue a command to delete only the files 'labtest1' and 'labtest2' using one ambiguous pathname.  
  
**Question 4**  
Assume that you are NOT currently in your home directory.  Enter a command to copy all files in your home directory beginning with the  
letter 'a' to the current directory.  
  
**Question 5**  
Enter a command to delete all files that have filenames starting with 'labtest', except 'labtest' itself (Delete all files starting with 'labtest'  
followed by one or more characters).  
  
**Question 6**  
Enter a Linux command to remove a directory called 'assignments' and all of it's contents, and allow the system to prompt the user to remove each file or directory.  
Assume you are in the home directory, which happens to be the parent directory of 'assignments' directory.  
  
**Question 7**  
Here are two inverted-tree diagrams. Issue a command to change the left diagram to the right diagram.  Assume that you are in your home directory and use relative pathnames. [home] is your home directory:  
  
         [home]                       [home]  
           |                            |  
     +-------+-------+           +-------------+  
     |       |       |           |             |  
    unx122   |    courses       ideas       courses  
     |       |                                 |  
     |      ideas                            unx122  
    notes                                      |  
                                             notes  
  
**Question 8**  
Issue a command to delete all files in your current directory with 2-character names.  
  
**Question 9**  
Issue a command to delete the directory 'courses' (in your home directory) and all of its children.  
Use an absolute pathname (remember that your home directory is /home/david.ward ).  
  
**Question 10**Enter a command to make the root directory your current directory.